**Date: 02/09/2020**

**Practical no 2**

**AIM:** Write program to implement the following Substitution Cipher Techniques

a)Vernam Cipher b)Playfair Cipher

**Code:**

**a)Vernam Cipher**

|  |
| --- |
| import java.util.Scanner;  public class Vernam {  String encrypt(String str, String pad) {  String encrypted = "";  for (int i = 0; i < str.length(); i++) {  int c = str.charAt(i);  int p = pad.charAt(i);  c = (c + p);  if (c > 'Z') {  c = c%26;  c = c+65;  }  encrypted += (char) c;  }  return encrypted;  }  String decrypt(String str, String pad) {  String decrypted = "";  for (int i = 0; i < str.length(); i++) {  int c = str.charAt(i);  int p = pad.charAt(i);  c = (c - p)+26;  if (c < 'A') {  c = (c%26);  c = c+65;  }  decrypted += (char) c;  }  return decrypted;  }  public static void main(String[] args) {  System.***out***.println("performed by krunal 713");  System.***out***.println("----\*--Encrypting string using Vernam Cipher--\*----");  Vernam v = new Vernam();  Scanner s = new Scanner(System.***in***);  System.***out***.println("Input Data in Uppercase to encypt:");  String str = s.nextLine();  System.***out***.println("Input the Pad in Uppercase");  String pad = s.nextLine();  String encrypted = v.encrypt(str, pad);  System.***out***.println("Encrypted Data :" + encrypted);  String decrypted = v.decrypt(encrypted, pad);  System.***out***.println("Decrypted Data:" + decrypted);  }  } |
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**b)Playfair Cipher**

|  |
| --- |
| import java.io.BufferedReader;  import java.io.IOException;  import java.io.InputStreamReader;  import java.util.Arrays;  public class PlayFair {  public static char *keymat*[][] = new char[5][5];  public static String *trans* = "J";  public static char *subs* = 'X';  private static int decrem(int pos) {  if (pos < 0) {  return pos + 5;  } else {  return pos;  }  }  private static int[] srch(char c) {  int i, j;  int[] pos = new int[2];  for (i = 0; i < 5; i++) {  for (j = 0; j < 5; j++) {  if (*keymat*[i][j] == c) {  pos[0] = i;  pos[1] = j;  break;  }  }  }  return pos;  }  private static String encrypt(char c1, char c2) {  int[] pos1 = new int[2];  int[] pos2 = new int[2];  String frag = "";  pos1 = *srch*(c1);  pos2 = *srch*(c2);  if (pos1[0] == pos2[0]) { //condition for same row  c1 = *keymat*[pos1[0]][(pos1[1] + 1) % 5];  c2 = *keymat*[pos2[0]][(pos2[1] + 1) % 5];  frag = ("" + c1 + c2 + "");  } else if (pos1[1] == pos2[1]) { //condition for same column  c1 = *keymat*[(pos1[0] + 1) % 5][pos1[1]];  c2 = *keymat*[(pos2[0] + 1) % 5][pos2[1]];  frag = ("" + c1 + c2 + "");  } else { //condition for different row & column  c1 = *keymat*[pos2[0]][pos1[1]];  c2 = *keymat*[pos1[0]][pos2[1]];  frag = ("" + c1 + c2 + "");  }  return frag;  }  private static String decrypt(char c1, char c2) {  int[] pos1 = new int[2];  int[] pos2 = new int[2];  String frag = "";  pos1 = *srch*(c1);  pos2 = *srch*(c2);  if (pos1[0] == pos2[0]) { //condition for same row  c1 = *keymat*[pos1[0]][*decrem*(pos1[1] - 1) % 5];  c2 = *keymat*[pos2[0]][*decrem*(pos2[1] - 1) % 5];  frag = ("" + c1 + c2 + "");  } else if (pos1[1] == pos2[1]) { //condition for same column  c1 = *keymat*[*decrem*(pos1[0] - 1) % 5][pos1[1]];  c2 = *keymat*[*decrem*(pos2[0] - 1) % 5][pos2[1]];  frag = ("" + c1 + c2 + "");  } else { //condition for different row & column  c1 = *keymat*[pos2[0]][pos1[1]];  c2 = *keymat*[pos1[0]][pos2[1]];  frag = ("" + c1 + c2 + "");  }  return frag;  }  public static void main(String[] args) throws IOException {  BufferedReader br = new BufferedReader(new InputStreamReader(System.***in***));  String key;  int p = 0, k = 0, c = 65;  System.***out***.print("Enter Key:\t");  key = br.readLine();  for (int i = 0; i < 5; i++) {  for (int j = 0; j < 5; j++) {  if (p < key.length()) {  *keymat*[i][j] = key.charAt(p);  p++;  } else {  if ((char) c == 'J') {  c++;  }  for (; k < key.length();) {  if ((char) c == key.charAt(k)) {  k = 0;  c++;  }  k++;  }  *keymat*[i][j] = (char) c;  c++;  k = 0;  }  }  }  System.***out***.println("\nMatrix of characters:");  for (int i = 0; i < 5; i++) {  for (int j = 0; j < 5; j++) {  System.***out***.print(*keymat*[i][j] + "\t");  }  System.***out***.println();  }  String etext = "", dtext = "";  System.***out***.print("\nEnter Text: \t");  String text = br.readLine();  text = text.toUpperCase();  text = text.replaceAll("\\s", ""); //removes whitespaces  text = text.replace(*trans*, "I"); //replaces J with I  text = text.replaceAll("([A-Z])\\1+", "$1" + *subs* + "$1");  if (text.length() % 2 != 0) {  text += *subs*;  }  char[] PTC = text.toCharArray();  System.***out***.println("Padded Text:\t" + text);  for (int i = 0; i < text.length(); i += 2) {  etext += *encrypt*(PTC[i], PTC[i + 1]);  }  System.***out***.println("Encrypted Text:\t" + etext);  char[] OTC = etext.toCharArray();  System.***out***.println("P: " + Arrays.*toString*(OTC));  for (int i = 0; i < etext.length(); i += 2) {  dtext += *decrypt*(OTC[i], OTC[i + 1]);  }  System.***out***.println("Decrypted Text:\t" + dtext);  System.***out***.println("Performed by: 713 Krunal Dhavle");  }} |

![](data:image/png;base64,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)